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ABSTRACT 
Unified modelling language (UML) is the accepted standard and modelling language for modeling in software development 

process. UML is widely used by most course tutors in teaching modules of software engineering and system analysis and 

design. Students taking such courses do submit assignments with UML diagrams such as use case, class, sequence, activity 

and so on. Different versions of such diagrams produced by the students for a given problem have to be assessed by the 

course tutor which is a challenging and time-consuming task. This paper presents a java-based tool which is developed based 

on a simple yet effective algorithm developed by the authors that will read student and tutors solution diagrams as inputs 

and evaluate and grade the diagrams automatically. The output of the tool is the score of the student diagram in respect of 

lecturer’s final solution. The output is presented in two feedback files, one containing students’ score for the lecturers and the 

other to be send to the student to note the areas that were incorrect. The tool has been tested and evaluated using a simple 

and assumed UML class diagram. The result shows that the tool functions effectively and can produce detail feedbacks for 

both students and tutors. The outcome of this paper contributes towards automating UML diagram evaluations.  

KEYWORDS: Unified Modeling Language (UML), Use case Diagram, Extensible Markup Language (XML), UML Auto-

grading, UML diagram evaluation. 
 

1. Introduction 

UML stands for Unified Modeling Language. UML is 

a general-purpose modeling language in the field of 

software engineering, which is designed to provide a 

standard way to visualize the design of a software 

system. UML has become the standard for modeling 

object-oriented system design, ever since it was 

published by the object management group (OMG) 

[1]. UML diagrams are used to depict the 

architectural, dynamic, and static structures of a 

software system [1]. Diagrams such as class and 

object show the skeletal structure of classes, their 

interfaces, and how their objects relate to each other. 

On the other hand, diagrams such as activity, 

sequence and state machine can be used to represent 

the changing structure and behavior of a system [2]. 

Software engineers and system modelers use UML to 

design and develop mission critical systems in many 

sectors such aviation and healthcare. For examples, 

the authors of [3] have used UML diagrams to model 

and optimize hospital processes and the authors of [4] 

use UML to model cancer registration process. To 

model the dynamic nature of systems, the authors of 

[2] have used UML activity diagram to model service 

orchestration in the field of business 

Teaching UML diagrams is still popular in university 

courses relating to software development [5]. 

Researchers in [6] have analyzed students’ acceptance 

perception regarding the ease of use and usefulness 

of UML as a modelling tool and the outcome was 

positive. Positive attitude of students to use UML as 

modelling tool has been one of the driving factors for 

its wide use in software engineering courses. It is a 

known fact that in student-centered education 

environments learning by doing is essential which 

meaning more and more practical exercises should be 

given to students. Software design and development, 

as one of the subjects taught in higher and further 

education institutions, requires a lot of learning by 

doing exercises. In student context, diagrams usually 

consist of various names, nodes and connections that 

need to be read, compared and assessed with the 

solution version of the course tutor. 

https://doi.org/10.25007/ajnu.v10n2a1
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Students taking such courses do submit assignment 

with various UML diagrams such as use cases, class, 

sequence, activity. Different UML model solutions 

can be developed by for the same problem, this has 

led to an issue known as “model consistency issue” 

[7]. Therefore, it is highly likely that diagrams 

developed by students in a course for a given 

problem are different from the diagram developed by 

the tutor. Because multiple solution diagrams can be 

created for the same problem it presents a grading 

challenge to instructors of these courses[8]. Grading 

diagrams is a time-consuming process which may 

take 10 to 15 minutes per student as claimed by [9]. 

Thus, finding a way to reduce the grading time makes 

a real contribution to the process of teaching UML in 

software design and development. To deal with the 

grading challenge, the authors of [8] present an 

approach which they call UMLGrade to streamline 

marking process through considering the sematic and 

syntactic aspects of a diagram. Following their 

direction, this paper presents a Java-based tool to 

automate the evaluation and grading of student UML 

diagrams. For the purpose of evaluating the tool, we 

use Case Study technique similar to others such as 

[10] [11]. 

The main objectives of the paper are outlined below: 

• To identify a preferred UML design tool that 

supports all standard UML diagrams, to at least 

the version UML 2.2, and exports these in the 

XMI data format. The technique to convert 

models into XMI format for model evaluation 

purpose have been considered in other 

publications such as [12]. 

• To develop a model comparison algorithm that is 

able to perform strict and more relaxed 

comparisons between a student model and the 

instructor’s reference model. 

• To develop an assessment algorithm for students’ 

UML diagrams that gives credit for their attempt 

in a way that mimics the instructor’s own 

assessment.  

• To develop a tool that can unzip a zipped file 

containing student diagrams and compare and 

assess these against the instructor’s reference 

diagram.  

• To develop a tool that can output feedbacks into 

readable files for both students and tutors.  

The rest of this paper is organized as follows; section 

2 provides some literature review on similar works, 

section 3 provides information on the research 

method, section 4 presents a brief discussion on the 

result and a compassion of the tool with other tools 

proposed in literature. Finally, in section 5 we 

conclude and provide some feature work directions.  

2. LITERATURE REVIEW 

The challenge of comparing and grading UML 

diagrams has been recognized by many researchers 

and there are a number of proposals in literature to 

deal with the challenge and automate the assessment 

process. The authors of [13] claim that assessment 

automation provides fast and consistent feedback 

which can be relied on by both students and teachers. 

To evaluate UML class diagrams, the authors of [11] 

use software metrics to compare the individual 

elements of  UML class diagrams in order to identify 

similarities and differences between two or more 

diagrams. In their work, they have worked on 

empirically validating different software metrics with 

the aim to identify the most effective metrics for 

model comparison. The relationships between the 

components of class diagrams have been used by [12] 

to develop a method to measure similarities between 

two diagrams. The authors of [14] have considered 

the type of relations between classes to develop a 

calculation method for comparing student class 

diagrams with that of the teacher. The authors of [15] 

have proposed a similarity calculation method for 

UML class diagram based on diagram structure and 

semantics.  
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In a similar work to what we present in this paper, 

the authors of [16] have presented a metamodel plus 

a grading algorithm to automate UML class diagram 

grading which maps students class diagrams to that 

of the instructor’s in order to identify similarities and 

differences between them. However, they have 

implemented the grading algorithm in the TouchCore 

tool (http://touchcore.cs.mcgill.ca) but we have gone 

a step further to develop a tool in Java to implement 

our algorithm. The authors of [9] have carried out an 

exploratory study on the possible use of machine 

learning for developing automatic grading methods 

for UML class diagram and as a result they have 

concluded that machine learning is not reliable for 

such tasks. A UML class diagram test application 

have been proposed in [17] which aims to evaluate 

student diagrams developed for documenting an 

existing software. An e-assessment tool which makes 

use of design patterns is proposed by [18] for 

assessing UML class diagram.  

The authors in [10] used “dynamic programming 

approach” to develop a mechanism to find 

similarities between a number of sequences diagrams 

with the aim to improve the efficiency of matching 

process. Others have used syntactic and sematic 

matching to evaluate Use Case diagrams [19] and the 

authors of [20] have proposed an architecture for 

assessing Use Case diagram. With improving the 

efficiency in software projects in mind, class property 

and message sequence parameters have been utilized 

in [21] to devise a method for comparing two 

sequence diagrams. The structure and semantics of 

sequence diagram have been considered in [15] to 

measure diagram similarities. The majority of these 

researches consider the grading or finding similarities 

of one type of UML diagram (e.g. class diagram), the 

contribution of our approach is far-reaching since our 

method can be applied on all types of UML diagrams. 

Due to the complexity of software development 

process and teaching the steps, automating 

assessments of other tasks of the development such as 

the programming task have also been considered by 

researchers. For instances, the authors of [22] have 

empirically investigated the automation of 

programming task assessment and the authors of [23] 

have compared two auto-assessment tools; one of the 

tool assess the code and the other assess the program 

output. This indicates that automating assessments in 

all areas of software development are being 

considered by researchers. The outcome of this paper 

contributes towards the effort of finding an efficient 

UML diagram evaluation and grading mechanism. 

3. RESEARCH METHOD 

The research method followed in this paper is 

comprised of four steps, step one involves identifying 

a UML drawing tool to be used by students and 

instructors to develop model solutions for a given 

problem which will be compatible with the Java-

based tool that was developed. In step 2 the algorithm 

for comparing and grading student UML diagrams is 

developed to be implemented in the tool. In step 3 the 

comparison and grading tool was designed and 

implemented. Finally, in step 4 the tool was tested 

and the results were evaluated. More details about 

each of the steps are provided in the following sub-

sections. 

3.1 UML Drawing Tool 

An UML drawing tool is required to be used in 

designing both the student version and Lecturer’s 

solution version of a given diagram. Diagrams are 

designed using some standard tools, there are 

numerous of these tools available [13]. Different tools 

from different vendors comes with different 

specifications based on how they can handle a UML 

diagram. The aim of this step is to research the 

available UML tools, choose the most efficient for the 

job among them, which can be used to develop 

compatible models with the Java-based tool. Below 

are number of criteria adapted from [24] and used for 

selecting the best UML tool.  
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• Support various diagrams: the selected tool 

should support the drawing of all standard UML 

diagrams such as class, sequence, use case, state 

machine and activity. 

• Export/import diagram in XMI file format: the 

tool should be able to export diagrams in an XMI 

file format to be read as XML. 

• Open source: the tool should allow extending 

and customization by intended users. 

• Java code generator: the tool should generate 

java code equivalent of the diagram. 

• Reverse engineering: the tool should be able to 

convert code into diagram and verse vasa.  

Based on the above criteria, in table 1 four (4) UML 

tools (Agro UML, Modelio, Star UML, and Rational 

Rose) are considered and assessed (1 indicate the 

feature is present and 0 otherwise).  Based on the 

assessment results both the Modelio and Star UML 

tools seem to have fulfilled all the criteria. Since one 

of is required the Moledio has been chosen to be used 

for designing both the student and tutor’s solution 

version of a given diagram, which will later be read 

by the developed Java tool. 

Table 1: Assessment of available UML drawing tools 
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1 Agro 
UML  

1 0 1 1 0 

2 Modelio 1 1 1 1 1 

3 Star 
UML 

1 1 1 1 1 

4 Rational 
Rose 

1 0 0 1 0 

 

3.2 Comparison and Grading Algorithm  

 The algorithm presented in this step is designed to 

compare five types of UML diagrams. The diagrams 

are; class, use case, activity, sequence and state 

machine. The algorithm designed in such a way to 

consider three (3) step processing. The first step is 

input processing. Input to the tool are two zip folders, 

one for students’ diagrams and other for tutor 

solution. The diagrams are developed using Modelio 

tool and exported as XMI file format. A function file 

reader, was implemented in the tool to read the files. 

It then identifies type of a diagrams and read all 

elements in the diagram that will be compared 

against the same diagram type from the tutor’s file. 

The algorithm loops until all diagrams in the folder 

are read. The second step is the comparison and 

assessment. The algorithm performs matching 

between elements and allocate marks to the student 

feedback file based on correct matches. The last step 

involves generating feedback file for both students 

and course tutor. The flowchart describes the steps of 

execution of the algorithm. It starts by taking in the 

files in XMI format. It then, reads and extracts the file 

using an XMI file reader. The algorithm then 

proceeds by picking individual element for both 

student diagram and tutors’ diagram and compare 

them to identify matching elements. Marks are then 

allocated and feedback files are generated for both 

students and tutors before the algorithm terminates. 

Figure 1 is the pseudocode and flowchart that 

describe the algorithm developed. 

 

FIGURE 1: COMPARISON AND GRADING ALGORITHMS 

PSEUDOCODE AND FLOW CHART 

3.3 Tool Design and Implementation  

The overall tool implementation is subdivided into 
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four (4) logical units as shown in figure 2. The first 

component handles how input to the tool is being 

processed. The submission has to be in zip format 

containing all students’ assignment, then the content 

of files are read and individual elements are 

extracted. The second subcomponent identifies each 

element for the comparison process. The third 

component compares individual student diagram 

element against solution diagram and allocate marks. 

The last component generate feedback to both student 

and course tutor. 

 

FIGURE 2: THE UML COMPARISON AND GRADING TOOL 

COMPONENTS DESIGN 

The tool is intended to be a standalone, as it will be 

used by the course tutor for assessing students’ 

diagrams. The interface of the tool allows the user 

(tutor) to interact with the tool in such a way that 

he/she uploads his/her own version of UML 

diagram in XMI format, then upload the student’s 

UML diagram which is also in XMI format. After 

uploading both files, the user will click the “compare 

button” which will start the comparison process. 

There is a processing bar showing the approximate 

completion percentage of the comparison process. 

After completion, the result is displayed in the 

display pan and a copy is of the result saved to a file 

which will be send as a feedback. Figure 3 shows the 

home interface of the tool developed in Java. 

 

FIGURE 3: THE COMPARISON AND GRADING TOOL HOME 

INTERFACE 

3.4 Tool test and Evaluation  

To test the functionality of the tool, a class diagram 

example is assumed and drawn for the tutors to be 

used as a comparison base against the possible 

student solution. The process is the same for all other 

types of UML diagrams, therefore, it was deemed not 

necessary to provide examples of other types of 

diagrams. Both the tutors and possible student 

diagrams are described in the sections 3.4.1 and 3.4.2 

and test results is presented in section 3.4.3 in a form 

of student and tutor feedback. 
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3.4.1 Tutor’s Diagram 

The tutor’s solution diagram is shown in figure 4. The 

diagram consists of six (6) classes including two (2) 

association classes. The association classes are 

between class1 and class2 as well as between class4 

and class5. The class diagram is developed with all 

possible features of a typical diagram in mid such as 

attributes, operations and associations in order to see 

how the tool copes with the features; also, to ensure 

that the tool can handle all possible class diagram 

features that students and teachers may include in 

their solution diagrams.  

 

Figure 4: Tutor’s Solution Class Diagram 

3.4.2 Students Diagrams 

The diagrams in figure 5 and Figure 6 are two 

possible solution diagrams assumed to have been 

submitted by students. The diagram in figure 5 

presents student with submission No. aca12asa 

diagram. The diagram consists of six (6) classes as in 

the tutor’s diagram, but association name (value) for 

class 1 and class 2 in tutors’ diagram was test1 and 

test2 while in that of the student was test 11 and test 

22, therefore the student loses some marks. Similarly, 

figure 6 presents student 2 with submission No. 

aca13asa diagram. Although the diagram is comprised 

of the same number of classes as in tutor’s diagram, 

but the association class between class4 and class5 is 

wrongly placed in the student diagram between 

class2 and class5, therefore student2 also loses some 

marks for the association class. Figure 7 shows both 

students and tutors sample solutions are uploaded 

and processed successfully. The result of comparison 

sent to the students as feedback is shown in table 2. 

 

Figure 5: Student1 (aca13asa) different association values 

from that of the tutor’s diagram 

 

Figure 6: Student2 (aca12asa) different positioning of 

association class from that of the tutor’s diagram 

 

Figure 7: Sample test-running of the tool with tutor’s and 

students diagram above 

 

3.4.3 Feedback 



Academic Journal of Nawroz University (AJNU), Vol.10, No.2, 2021                                               

195 
 

The tool produces two forms of feedback files which 

are student and tutor’s file.  The students feedback 

contains student information, marked scored on each 

diagram and information about the comparison 

showing the student the elements of the diagram that 

are correct and the once that are not correct. Table 2 is 

the description of the content of a sample student 

feedback file. The tutor’s feedback file contains the list 

of students’ information and the marked scores for 

each diagram. Figure 8 is a sample feedback file for 

the tutor. 

 

Table 2: Sample content of student feedback file for the 

class diagrams (in figure 5 and 6) assessment. 

Student 

info. 

Diagram 

type 

Marked 

scored 

Feedback info. 

Id: aca13asa 

Name: 

Abdulrahem 

Al Abri 

Class 

diagram 
67 

Uml element type: Class 

Class1- element is correct 

Uml element type: Class 

Class2- element is correct 

Uml element type: Class 

Class4- element is correct 

Uml element type: Class 

Class5- element is correct 

Uml element type: 

Association 

first member:=- 

Class4:second member- 

Class1 

element is correct 

Uml element type: 

Association 

first member:=- 

Class5:second member- 

Class2 

element is missing 

Uml element type: 

AssociationClass 

Class3-element is correct 

AssociationClass 

Class6- element is missing 

Id: aca12asa 

Name: 

Abdulrahem 

Al Abri 

Class 

diagram 
91 

Uml element type: Class 

Class1- element is correct 

Uml element type: Class 

Class2- element is correct 

Uml element type: Class 

Class4- element is correct 

Uml element type: Class 

Class5- element is correct 

Uml element type: 

Association 

first member:=- 

Class4:second member- 

Class1 

element is correct 

Uml element type: 

Association 

first member:=- 

Class5:second member- 

Class2 

element is correct 

Uml element type: 

AssociationClass 

Class3- partly correct 

 

Uml element type: 

AssociationClass 

Class6- element is correct 

 

Figure 8: The content of a sample feedback file for 

the lecturer. 

 

4. DISCUSSION  

It is claimed by [18] that e-assessment is taking a 

foothold in higher and further education institutions 

despite its complexity in implementation. For 

instance, the Open University is expanding the use of 

its online quiz engines with the aim to facilitate the 

process of marking and providing feedback to its 

students [25]. In this paper, we have introduced a 

student UML evaluation tool which grades student's 

by comparing their submitted solution to that of the 

tutor’s. The initial version of the tool is specialized to 
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just diagrams created by Modeli. Ideally, the tool 

should handle diagrams created by any modeling 

tools which is something we intend to work on in the 

future. In the proposed tool we use feature matching 

technique to match diagrams between students and 

tutor answers, which is a qualitative approach for 

diagram matching. This approach is different from 

others such as [10] which has used a quantitative 

approach by calculating Mean Average Precision to 

decide on matching quality between two more 

diagrams. To showcase the difference in tool 

development approach  table 3 provides a 

comparison of the developed tool with five other 

proposed tools in literature [16] [17] [12][26] [27] . The 

comparison is carried out based on the following 

criteria: 

• The utilization of a standard UML tool: this 

criterion examines the tools in terms of the use of 

standard UML diagram creation tool. 

• XMI export: this criterion examines the tools in 

terms of the ability to export produced diagrams 

in XMI format which facilitates the diagram 

comparison process in the developed tool. 

• Multi-assessment capability: this criterion 

examines the ability of the tools in terms of 

assessing multiple types of UML diagrams. 

• File type input: this criterion examines the ability 

of the tools in terms of accepting single or 

multiple files. 

• Auto-grading: this criterion examines the ability 

of the tools in terms of automatically grading 

student diagrams. 

• Generation of feedback file: this criterion 

examines the ability of the tools to generate 

student and tutor feedback files. 

The comparison results presented in table 3 shows 

that the Auto-UML evaluation tool developed in this 

paper is more advanced than the proposed tools in 

literature based on the specified criteria. Finally, this 

leads us to claim that the developed tool can facilitate 

the automation of UML diagrams evaluation more 

comprehensively that the proposed tools in literature. 

It is clear that this kind of tools can assist instructors 

in dealing with student diagram evaluation and 

grading challenges by reducing time and effort in the 

process. One other use of UML diagram comparison 

or matching tool is to reuse past UML design 

diagrams that have been implemented in developing 

existing software tools [10] [21]. This is particularly 

useful when new functionalities are going to be 

added to an existing tool which reduces design and 

development time and cost.   

 

 

 

Table 3: The comparison of the developed tool to other 

similar tools presented in literature 
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1 The 

developed 

UML tool in 

this work 

 

Yes Yes Yes ZIP 

(Multi-file 

input 

capability) 

Yes Yes 

2 Automated 

Grading of 

class diagram 

[16] 

No No No Sigle plain 

text file 

Yes Yes/ 

feedback 

is only 

produced 

for 

student 

3 UML test 

application 

for 

automated 

validation of 

UML class 

diagram [17] 

Yes Yes No A single 

UXF file 

Partially, 

evaluates 

diagram 

but no 

mark 

allocation 

yes 

4 Class 

diagram 

similarity 

measurement 

[12] 

Yes, can 

also 

accept 

manual 

drawing 

No No Sigle plain 

text file 

yes No 
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5 Mistakes in 

UML 

diagrams: 

analysis of 

student 

projects in a 

software 

engineering 

course [26] 

No No Yes Yes No, 

generates 

a 

catalogue 

of 

diagram 

mistakes 

No 

6 Automated 

Checks on 

UML 

diagrams 

[27] 

Yes Yes No Single 

XMI file 

Yes Yes 

 

6. CONCLUSION AND FUTURE WORK  

Tutors teaching software engineering and system 

analysis and design courses suffer tremendously from 

manually assessing student UML diagrams. In this 

paper we have presented the design and 

implementation of an automated java-based tool for 

comparing and assessing students UML diagrams 

against tutor solution diagrams. The tool takes in two 

zip files, as in put, containing diagrams in XMI format 

for both students and the tutor which are created 

using Modellio UML tool. The tool generates two 

feedback files, one for the students containing student 

marks and some guideline information regarding the 

assessed diagram and the other for the tutor 

containing all the student information and their final 

mark for each diagram.  The objective of this research 

is to provide an alternative mean to manual 

assessment of student UML diagrams in this digital 

era.  

The current tool is a desktop application, in the future 

we intend to develop a web-based application version 

of the tool. This is to facilitate the comparison and 

grading process by enabling students to upload their 

diagrams and get immediate feedback without the 

need to wait for tutors to send them the feedback.  
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